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INTRODUCTION

Positive Technologies regularly performs research and audits in the field of web application se-
curity. Findings from our in-the-field experience paint a sobering picture of the state of security.
While our findings in 2017 were concerning, the results in prior years were not assuring either:

+ In77 percent of external penetration tests, we found vulnerabilities that attackers could use to
obtain access to a company's internal network.’

+ 26 percent of all cyberincidents in Q3 2017 involved attacks on web applications.?

These numbers confirm that web applications are a big and tempting target: large numbers of
unfixed, easily exploitable vulnerabilities give attackers free reign to do everything from stealing
sensitive information to accessing internal systems.

Fortunately, most vulnerabilities can be discovered long before an attack even starts. And by
analyzing source code, it is possible to identify a much larger number of critical vulnerabilities in
web applications than is otherwise possible.

This report provides statistics on vulnerabilities in 33 web applications that were analyzed with
PT Application Inspector (PT Al) in automated security assessments in 2017,

TESTING METHODS AND CLASSIFICATION

Vulnerability assessment was conducted via automated white-box testing using PT Al. White-
box scanning refers to testing that makes use of all relevant information about the application,
including its source code.

The vulnerability classification in this document is the same as used in PT Al. This classification
differs from the Web Application Security Consortium Threat Classification (WASC TC v.2) due
to its more detailed breakdown of weaknesses, which in the WASC classification are grouped
in more general categories such as Application Misconfiguration and Improper Filesystem
Permissions.

Some of the tested applications are publicly available on the Internet, while others are used for
internal business purposes.

Our statistics only include code and configuration vulnerabilities. Other widespread information
security weaknesses, such as failure to install software updates, are not considered here.

PT Al built-in mechanisms were used to evaluate vulnerability severity levels.

1 Security trends & vulnerabilities review: corporate information systems
2 Cybersecurity threatscape: O3 2017



http://projects.webappsec.org/w/page/13246978/Threat Classification
https://www.ptsecurity.com/upload/corporate/ww-en/analytics/Corp-Vulnerabilities-2017-eng.pdf
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1.  EXECUTIVE SUMMARY
Key findings:

All analyzed web applications contained vulnerabilities. Automated source code analysis re-
vealed vulnerabilities in every web application that we analyzed. Only six percent of applications
were free of high-severity vulnerabilities.

Web application users are at risk. 85 percent of the web applications had vulnerabilities that
allow attacks against users. A hacker can exploit these vulnerabilities to steal users' cookies,
implement phishing attacks, or infect user computers with malware.

Finance web applications are the most vulnerable. High-severity vulnerabilities were found
in all tested banking and other finance web applications. The reason is that the operating logic
for these applications is more complex than in other industries. Greater complexity results in
more opportunities for critical vulnerabilities to arise. By exploiting these vulnerabilities, an at-
tacker may be able to bring an application offline or run arbitrary code on a target system, which
can lead to gaining control over the server hosting the web application.

All tested government web applications can be leveraged to attack users. All government
web applications tested by Positive Technologies contained vulnerabilities that facilitate attacks
against users. In addition, security awareness among the users of these applications is low, likely
increasing the success rate of phishing attacks.

Denial of service is the most common threat for e-commerce. In 75 percent of e-commerce
web applications, assessment revealed vulnerabilities enabling denial of service. DoS attacks
have the potential to cause significant financial losses for owners of such web applications.

2. HOW PT Al WORKS

As the tool used to perform testing, PT Al analyzes source code (or a compiled web application)
by applying abstract interpretation. This method builds upon classic static application security
testing (SAST) while providing more precise results. Abstract interpretation allows generating
attack vectors for any suspected vulnerability, creating specific guidance for remediation, gen-
erating test exploits, and determining any additional conditions that an attacker would need to
exploit the vulnerability. If a web application is already deployed, PT Al can use dynamic appli-
cation security testing (DAST) for analysis.

The output of PT Al analysis contains the following details for each vulnerability:

+ Vulnerability type, line number, and code fragment containing the vulnerability, description,
and guidance for remediation of vulnerabilities of the relevant type

+ Test exploit to confirm or disprove existence of the vulnerability

Data flow diagram

+ Vulnerability tree

+

—@— Description of vulnerabilities

and test exploits for verification

|EE@ 5 [(E;] Data flow diagrams
— (E

Source code or link to PT Application

production application Inspector

=
L , _F\J" Vulnerability trees

PT Al flowchart

Context is given for each vulnerability, in the form of test exploits, data flow diagrams, and vul-
nerability trees. This comprehensive information gives a full picture of identified vulnerabilities
and provides the details needed for fixing the source code of the web application.
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2.1. Verifying vulnerabilities

PT Al applies abstract interpretation methods in order to verify vulnerabilities and rule out false
positives. PT Al generates special test HTTP requests (exploits), which are intended to exploit
vulnerabilities of the web application as deployed on a test server. These exploits are used both
for manual and automated (Autocheck) testing. If necessary, an exploit can be used to make
a virtual patch: in this case, PT Application Firewall applies the rules needed to block attacks
against the active web application until the application source code can be fixed in a more
permanent way.

e
< 0 Scan Resuts report [N

Al Vulnerabiities RNAZ Y =< Q Cross-Site Scripting
Medium Level Vuinerabilty
Check Vulnerabiity Confirm Rej
Aag B o
Vulnerability Check - - r.append(java.lang.string)
67 response.qetwriter().append(theinfo);
k[ bty 5ppO1\MainServiet. java: 4
ASerVIETZNAME =%3Cseripts6IEalens
T WP FscriptS63€ HTTP/L1
101 response.getWriter().append(]_objRes toString()): Host: pa1
Connection: close 3
appo1\MainServiet.java:67
85 g_objLog.debug("Database searched for * + |_strName); er().append(theinfo);
‘Vulnersbilty Esit Point in ik _ Response Time 0.421691 Unicode (UTF-5) = e

52

_ob3Log.error(e);

53 ) N
5 return 1_obiRes; ————— i
s ) Browser  HTMLCode  Response Hey Coobusemme c seb-crpammss X
6 Entry Point
57 pratected void werning(HttpServiethesponse response, Sti
s - Tnfo JGet(HEtpservietRequest theRq,
(i; Ise response) throws
Toexceptis
& response. petiriter() appena( Search for oserion
2
&
6 protected voia info(HttpServietResponse response, Strinf Toint Dota Entry |
6 ~calu classe)"bs.calloof
& response. getiriter() append: ), r(mare")
& response_ geturiter() a _
6 response. et Lter() - append: g
& [ omaopenn|
- Data
n e
7 * psee itpservietasoGet(HetpServiethequest request, K|
n o
7i  protected vold doGet(etpServietisquest theda, WttpSery!
75 String 1_striame = theRq.getParameter(-IAIE"); Data Operation |
7 f ((oull == 1_strhiame) || (1_striame.trin(). istpt)
7 this. warning(response, “IE parameter wissing’| [_stritame |
7 5 =
79 3 |
5 Connection 1_objB = this.getdB(); Data Operation
a1 if (il = 1_ot308) [
a2 this.worning{response, "08 connect failed”);
&
ot 3
& L_obiLog. aebug(“Datasase searches for * + 1 strMame); 5 ;
% Stringsuffer 1_ocbjRes = new StringBuffer(); - \MainServict jova. Exit Point
& G a
% R i e e 7 response. geturiter().append(thelnfa);
s ry
% String 1_strQuery = "SELECT COMCAT (cnase2, * *, cramel) AS crame FRON pt.employee WHERE UPPER(cname2) = UPPER('™ + 1_strilame
s1 ResultSet 1_obifS;
52 1_0bRS = 1_obJB.createStotement() .executeduery(1_strluery);
o
as ) RS AR "1 AR T8 FInSReLrANI S\ "ty RN AR R )

Vulnerability verification using a test exploit

Test exploits also can be generated for cases involving extra requirements for successful vul-
nerability exploitation, such as being logged in to a system. Such cases require a partial exploit
combined with extra requirements for exploitation, which are defined using abstract interpreta-
tion. These extra requirements, when met, allow verifying that a vulnerability is exploitable. This
method allows detecting and verifying second-order vulnerabilities.

Cross-Site Scripting
Medium Level Vulnerability

Check Vulnerability Confirm Reject
Function java.io.PrintWriter.append(java.lang.String)
Entry File
\app01\MainServiet.java: 74

Request GET /serviet HTTP/1.1

Host:

Connection: dose
Condition ((this.getDB().createStatement().executeQuery("SELECT

CONCAT (cname2, ' ', cnamel) AS cname FROM
pt.employee WHERE UPPER(cname2) = UPPER(™ +
theRg.getParameter("NAME") + ™)").getString("cname"™)
== "<script>alert(1)</script>"))

Viilnerahle File

Vulnerability exploitation conditions

2.2. Data flow diagrams

PT Al uses scanning results to plot data flow diagrams, which show a sequence of transforma-
tions of user-controlled input, from when the input appears in the application up to the vulner-
ability exit point (a potentially dangerous operation). Each diagram shows the path leading from
entry point to exit point corresponding to a vulnerability exploitation variant.
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Data flow diagrams have a standard structure and consist of the following items:

Entry point: starting point in the execution flow

Taint data entry: file and line of code describing the location of user-controlled input

Data operation: a description of one or more functions that modify potentially dangerous input
Exit point: the line where a potentially vulnerable function is run
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Data flow diagram

Data flow diagrams visualize the flow of data from a vulnerability entry point to its exit point in
order to facilitate the verification process.

2.3. Vulnerability tree

Avulnerability tree is a diagram corresponding to the control flow of the application, containing
branching operations and potentially dangerous operations (highlighted in red). The following
example contains a simple vulnerability tree; however, most vulnerabilities have a more com-
plex tree with a far greater number of blocks and branching operations.

in_array($_FILES['userfilel['type’], array(0 => {2: image/gif}, 1
== {2: 'image/png, 2 == {2: 'imagefjpeg’y, 3 => {2: Image/

pipeg}))

. - “A

! 3: True | | 4: False |
B e

Simple vulnerability tree
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3. RESULTS
3.1. Participant portrait

The web applications in our dataset tested with PT Al represent a variety of industries. Banks
and other financial institutions, as well as government agencies, tend to be the most interested
in source code analysis.

These statistics reinforce the research results of the SANS Institute:* banking and government
are particularly concerned with securing their web applications, since these web applications
are the top priorities for attackers. This is also consistent with the statistical findings of Positive
Technologies quarterly research on web application attacks.

12%
46%
6% I Finance
I Government
0 y
6% § E-commerce
12% I .
0
Media
Other
18%

Web applications, by industry (percentage of tested web applications)

3.2. Overall statistics

Using automated security assessment, PT Al found vulnerabilities of various severity levels in all
tested web applications. The majority of these vulnerabilities were of medium severity (65%).

8%
J 27%
B Hion
Medium
Low

|

65%

Severity of vulnerabilities

Looking at the most dangerous flaws, only six percent of tested web applications contained zero
high-severity vulnerabilities. While the web applications in our dataset are not necessarily represent-
ative of all web applications (the tested applications are not standard CMS platforms and contain
large amounts of custom code), even one critical vulnerability is enough to fully compromise an
application or entire server.

3 State of Application Security: Closing the Gap
4 Quarterly web application attack statistics are available at: ptsecurity.com/ww-en/analytics/



https://www.sans.org/reading-room/whitepapers/analyst/2015-state-application-security-closing-gap-35942
https://www.ptsecurity.com/ww-en/analytics/
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Maximum severity of detected vulnerabilities (percentage of tested web applications)

3.3. Most common vulnerabilities

The most common vulnerability found in automated source code analysis was Cross-Site
Scripting, which allows attackers to perform phishing attacks against users or infect their com-
puters with malware. This same vulnerability also heads the list of vulnerabilities found in man-
ual web application testing.> Next in frequency was HTTP Response Splitting. If successfully
exploited, this vulnerability allows attacks against web application users by sending a double
HTTP response to a browser, with the header and field contents partially controlled by the at-
tacker. Arbitrary File Reading, which facilitates unauthorized access to contents of arbitrary files
on a server, rounds out the top three vulnerabilities. Thus an attacker can obtain web applica-
tion source code, credentials, and other sensitive information processed by a system.

Cross-Site Scripting

— 82%
HTTP Response Splitting
— 58%
Arbitrary File Reading
52%
Arbitrary File Modification
48%

Open Redirect

— 48%
Application Security Flaws

— 45%

SQL Injection
I, 2%
XXE Injection
I 2
Arbitrary File Creation

42%
Server-Side Request Forgery

— 39%
0% 10% 20% 30% 40% 50% 60% 70% 80% 90% 100%
I High severity Medium Low

Most common vulnerabilities (percentage of tested web applications)

Out of the ten most common vulnerabilities, five are of high severity and, if exploited, may
cause severe consequences. For example, by exploiting an Arbitrary File Creation vulnerability,
an attacker may be able to execute arbitrary code on a target system and fully compromise the
server.

Security flaws include missing or incorrect values of properties and directives. For example, the
requireSSL property value was not set for some applications. This property enables or disables
the SECURE attribute in the Set-Cookie HTTP header, which is responsible for requiring a secure
HTTPS connection for transmission of cookies. In the OWASP classification,® this flaw falls under
category A5: Security Misconfiguration.

5 Security trends & vulnerabilities review: web applications (2017
6 owasp.org/index.php/Top 10 2017-Top 10



https://www.ptsecurity.com/upload/corporate/ww-en/analytics/Web-vulners-2017-eng.pdf
https://www.owasp.org/index.php/Top_10_2017-Top_10
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The following diagram categorizes vulnerabilities based on the OWASP Top 10 (2017). Any vulner-
abilities outside of the ten most critical web application security risks are in the Other category.

13%
1% ‘ 45%

1%
2%

9% \

Al = Injection

A3 - Cross-Site Scripting (XSS)
A5 - Security Misconfiguration
A6 - Sensitive Data Exposure

A8 — Cross-Site Request Forgery (CSRF)

. 33277,

A9 — Using Known Vulnerable Components

Other

29%

Vulnerabilities categorized per the OWASP Top 10 classification

3.4. Threat breakdown

After assessing the potential impact of each web application vulnerability, we created a list of
the most common threats. At the head of the list: attacks targeting web application users.

User Attacks
+— 85%
Denial of Service
— 70%
Arbitrary File Reading
61%
05 Commanding
I, 55%
Unauthorized Database Access
45%
Deletion or Modification of Server Files
42%
Web Application Source Code Leakage
— 33%
Sensitive Data Leakage
— 33%
System (Debug) Information Leakage
— 24%
0% 10% 20% 30% 40% 50% 60% 70% 80% 90% 100%
I High severity Medium Low

Most frequent threats (percentage of tested web applications)

Of the nine top threats, four are of high severity. By taking advantage of these vulnerabilities, an
attacker could obtain unauthorized access to sensitive information on a server (61%) or database
(46%), run arbitrary OS commands on a server (55%), and delete or modify files (42%). To access
contents of arbitrary files on a server, an attacker must successfully take advantage of such vulner-
abilities as Arbitrary File Reading and XML External Entity. SQOL Injection makes it possible to steal
or modify information from databases, or even delete all data. The most dangerous threat is OS
Commanding. With this technique, an attacker can gain total control over a server and execute OS
commands with the privileges of the web application. If a LAN interface is found on the target serv-
er, the attacker can gain access to local systems of the web application owner, amplifying the attack
to a full compromise of the entire corporate infrastructure. As found in our testing, vulnerabilities
often make these potentially devastating attacks feasible for real attackers.”

85 percent of the web applications contained vulnerabilities that allow attacks against users. Most
attacks against users are the result of Cross-Site Scripting. However, many of the tested web applica-
tions contained other vulnerabilities that enable attacks: HTTP Response Splitting, Open Redirect,
and Cross-Site Request Forgery.

7 Corporate information system penetration testing: attack scenarios
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1%

Cross-Site Scripting
HTTP Response Splitting
Open Redirect

A |

Cross-Site Request Forgery

Vulnerabilities allowing attacks against clients

The results clearly show the necessity to search for vulnerabilities in web application source
code both during development and on an ongoing basis.

3.5. Statistics by industry

This section contains the results of source code analysis for finance, government, and e-com-
merce web applications. Due to small sample size, IT and media web applications are not con-
sidered here.

Finance
N, 100%

Government

I, 537

E-commerce
I, <
0% 10% 20% 30% 40% 50% 60% 70% 80% 90% 100%

Web applications containing critical vulnerabilities, by industry (percentage of tested web applications)

Industries differ in the vulnerabilities in their web applications, as well as their threat profiles.

3.5.1. Banks and other financial institutions

80 percent of the web applications for financial institutions were vulnerable to Cross-Site
Scripting, and almost half of them to HTTP Response Splitting. These vulnerabilities are a prima-
ry factor in why 87 percent of applications allowed attacks on web application users. A risk of
denial of service is the result of XML External Entity and Arbitrary File Modification. The latter can
also be useful for running arbitrary code on a target system, which may lead to total control of
the web application server. If the attacked application is an online banking system, or a compro-
mised server hosting applications that involve financial transactions, vulnerabilities can bring a
very large payday to the attacker.

Cross-Site Scripting

— 80%
Arbitrary File Reading
53%

XML External Entity

47%
Arbitrary File Modification

47%
HTTP Response Splitting

— 47%
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I High severity Medium

Most common vulnerabilities in finance web applications (percentage of tested web applications)
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User Attacks

— 87%
Denial of Service
— 80%
Arbitrary File Reading
60%
0S Commanding
I, 53%
Unauthorized Database Access
40%
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Most common threats for finance web applications (percentage of tested web applications)

Example: Security assessment of one banking web application revealed that due to mistakes
made during deployment, test and demo files were uploaded as part of a framework. This er-
ror caused numerous vulnerabilities. For instance, the index.php module contained a Cross-Site
Scripting flaw, which made it possible for an attacker to craft a link to a specific web page and
trigger execution of malicious JavaScript code. Such JavaScript code would create an HTTP GET
request to the cookies.php module, pretending to be the user in order to obtain the user's cookie.

Medium
Vulnerable Code: 26 <?php print_r(S_POST); 7>

v Function: print r
Vulnerable File: ‘wvendor\codeception\codeception\testas\data\app\view\index.php
Entry File: \vendor\codeception\codeception\testa\data\app\view\index.php : 1
Exploit: POST /wvendor/codeception/codeception/tests/data/app/view/index.php HITE/1.1

Hoat:

Accept-Encoding: identity

Connection: close

Content-Length: 49

Content-Type: application/x-www-form-urlencoded

someparam=%3Cacript$3Ealert$281%29%3C%2F3cripti3E
OWASP - A3 CWE-79

Show Data Flow

Example of Cross-Site Scripting vulnerability

Analysis also revealed that the modules in the \filebrowser directory contained a demo appli-
cation. The demo application allowed performing core file management functions in the \root
directory using a web interface. Source code analysis found numerous Arbitrary File Creation
and Arbitrary File Modification vulnerabilities that could be exploited for unlimited copying and
renaming of files in the \filebrowser directory. These vulnerabilities would also make it possible
to deplete free space on the web server local disk, causing denial of service.

LB Arbitrary File Madification

Vulnerable Code: 112 file_put_contents(Sdir . DIRECTORY_SEPARATOR . $name, );
) Function: file put_contents
Vulnerable File: \vendor\vakata\jstree\demc\filebrowser\index.php
Entry File: \vendor\vakata\jstree\demo\filebrowser\index.php : 1
Exploit: GET /vendor/vakata/jstree/demo/filebrowser/index.php?id=-935137890000scperation=create_nodes
text=3%2F..%2F..%2F..%2F..$2F..32F. . %2F..32F..32F..32F. . 82Ftrp$2Fatype=file HITF /1.1
Host:

Accept-Encoding: identity
Connection: close

Condition: (ipreg match(' ([~ a-za-A-_0-9.]+)jui', £ CET['text']))
realpath( (" \\vendor\\vakata\\jstree\\demo\\filebrowser\\data\\rocot\\" .
trim(str_replace('/', "\\', $_GEI['id']), "\\")))
strlen($_GET['text'])

OWASP - Al CWE-73 (%

Show Data Flow

Example of Arbitrary File Modification vulnerability

LB Arbitrary File Creation

Vulnerable Code: N2 file_put_contents($dir . DIRECTORY_SEPARATOR . $name, ");
Function: file put contents
s Vulnerable File: \vendor\vakata\jstree\demo\filebrowser\index.php
Entry File: \vendor\vakata\jstree\demo\filebrowser\index.php : 1
Exploit: GET /vendor/vakata/]stree/demc/filebrowser/index.php?id=%23scperaticn=create_nodes
text=%2F..%2F..%2F..%2F..%2F..%2F. .22F..%2F..22F. .32F. . $2Ftmp¥2Ftest.phpstype=file HITP/1.1
Host:

Bccept-Encoding: identity
Connection: close

Condition: (!preg_match(' ([~ a-za-A-_0-9.]+Hjui’, §_GET['text']))
strlen(s_GET["text'])
OWASP - A1 CWE-7T3 %

Show Data Flow

Example of Arbitrary File Creation vulnerability
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3.5.2. Government

All government web applications tested by Positive Technologies contained vulnerabilities that
facilitate attacks against users. Users of government web applications tend to not be securi-
ty-savvy, which makes them more likely to fall for fraud.

CrossSite Scripting

+— 100%
HTTP Response Splitting
— 83%
Open Redirect
—83%
Remote OS Commanding
I, 67
SQL Injection
67%
0% 10% 20% 30% 40% 50% 60% 70% 80% 90% 100%
I High severity Medium

Most common vulnerabilities in government web applications (percentage of tested web applications)

User Attacks

+— 100%
Denial of Service
— 67%
0OS Commanding
I %
Unauthorized Database Access
67%
System (Debug) Information Leakage
— 33%
0% 10% 20% 30% 40% 50% 60% 70% 80% 90% 100%
I High severity Medium Low

Most common threats for government web applications (percentage of tested web applications)

Example: Security assessment of a web application for a local government revealed SQL
Injection, a critical vulnerability that, if exploited, would allow obtaining sensitive information

from a database.

——  All Vuinerabilities

SQL Injection

139/17484 AZ Y = Q : -
High Level Vulnerability

(Check

- Confir Reject
ioh Vulnerability i e
23 mysql_query("INSERT INTO "a_support™ (*SUPPORT_USER", "TYPE', "DATE_CREATED", "NAME’, "...
\error.php

s Function mysql_query
Vulnerability Exit Point in File: \ php Entry File
1] <
2 header(*Content-Type: text/ntml; charset=windows-1251'); \error.php:1
3 require_once($_SERVER["DOCUMENT_ROOT"]."/bitrix/modules/main/include/prolog before.php”);
4 CModule: :IncludeModule(" Forun"); Request :Di e A
5 global SUSER; Feh el
: Accept-Encoding: identity
7 if(§_POST['TEXT'] && §_POST['URL'1){ Connection: close
8 _POST["URL"] = str_replace("&amp;", "&", $_POST['URL']); Content-Length: 50
9 Content-Type: application/x-www-form-
10 if(SnBitrixUser = SUSER->GetID()){ urlencoded
1 SrsUser = CUser::GetByID($nBitrixUser);
12 SarUser = $rsUser->Fetch();
13 if(SarUser['NAME'] || SarUser['LAST_NAME']){ . N
14 $slame = SarUser['NAME'].' '.SarUser('LAST_NAME']; PN | MR A | IRcemea
15 Jelsel
ig , Ssllame = SarUser['LOGIN']; o Entry Point |
18 $sEmail - $arUser['EMATL']; 1 <?php
19 3
20
n $sText = iconv("utf-8", "cpl2S1®, $_POST['TEXT']);
2 ‘ \error.php Taint Data Entry |
23 mysql_guery("INSERT INTO ‘a_support’ (" SUPPORT USER', TYPE, "DATE CREATED, "NAME', 'EMAIL', “LINK') .
24 SarSupport = DBRows("SELECT * FROM "a_support’ ORDER BY 'ID° DESC LIMIT 1%); g 3_POSTI'URL'] = str_replace
25 $nSupport = $arSupport[8]['ID"; ("&amp &", $_POST['URL']);
26 mysql_query("INSERT INTO 2_support_message’ ( SUPPORT", SUPPORT_USER', 'TEXT', “DATE_CREATED') VALUES
27
28 }
29
30 »>
31 <!DOCTYPE HIML PUBLIC "-//W3C//DTD HTML 4.1 Transitional//EN"> (
2l “TYPE', "DATE_CREATED", °
54 meta http-equiv="Content-Type" content="text/ntml; charset=windows-1251% /> 23 “BMATLY CLTNECVALUES (%
35 $USER->GetID(). 4, NOW(), '".
36 ¢/head> Sslame."*, il %,
37 <body> $_POST['WRL"] I
38 <table width="480" style="background:SFFf">
39 <tr>

Data flow diagram for SQL Injection

Further source code analysis showed that any attacker could access the file info.php, which
contains details about the system configuration. The vulnerability was manually verified by ac-
cessing the file contents. This information helps an attacker to plan and conduct additional
attacks on the application.
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—— Al Vuinerabilities 817484 AZ Y == Q . System Information Leak
Potential Vulnerability
System Information Leak Contaim Rej
ke 4 phpinfo() it
\info.php

Coincidence  phpinfo()

| Vulnerable File
infe

1| \info.php

. Start line 4, character 1
4 phpinfo(); Finish line 4, character 10
5

6 2>

Debug pages or messages, error descriptions, stack
tracing, etc. in productive systems allows attackers to
obtain information about application internals that is
useful for conducting attacks.

Example of Debug Information Leakage

fol-E-E
m@ http:// info.php P-C H phpinfo( x‘ | ) ok )
Php. )
System Linux
Build Date Dec 2320
Configure Command *Jeonfigure’ *~build=
Server API Apache
Virtual Directory Support
F Path letciphp/
Loaded C File letciphp/
Scan this dir for additional .ini files lete/php!
Additional .ini files parsed
mod_php/php.d/
‘mod_phpiphp.d/
mod_php/php.d/
P
/php.
mod_php/php.d/
‘mod_php/php.d/
mod_php/php.d/
‘mod_php/php.d/
‘mod_php/php.d/
PHP API 20
PHP Extension 20
Zend Extension
Zend Extension Build
PHP Extension Build
Debug Build no
Thread Safety disabled
Zend Signal Handling disabled v
7end Mamory Mananer enahied

Example of exploiting Debug Information Leakage

In another case, analysis of web application code revealed a critical XML External Entity

vulnerability.
—— Al Vulnerabilities 39/999 AZ Y = Q XML External Entity
High Level Vulnerability. Confirmed
. ¥ X Excemal Entiy Check cancel
B 53 Document xmiDoc = new SAXBuilder().build(new i Vulnerability Confirmation Lo
\Image2\src\image2\Utils java
XML External Entity
61 Document xmiDoc = new SAXBuilder().build(file); [ESmction ?j’ig\;JﬂdflmS.lI:'E“;Ea der)llder.bmld
\Image2\src\image2\Utils.java ety
o Entry File
\Image2
Image2
Vulnerability Exit Point in File: \Image2\src\im: \stc\image2\ServietHelper.java: 177
a7 * Gthrows IOException
48 + Gthrows JDOMException Request GET /) xmiParam=%3C%
25 . 21D0CTYPE+input+%58%63C3%2 1ENTITY
56 public static Document loadXML(String strXML) throws IOException, +xxe-+SYSTEM+%22file%3A%2F%2F%
51 IDOHException { 2Fetc%2Fpasswd%22+%3E%SD%3E%
52 AL . 3CInpUt%3E%26Xxe%3B%3C%2FINPUtYs
53 Document xmlDoc = mew SAXBuilder().build(new StringReader(strXiL)); 3E HTTR/L1
54 return xmiDoc; Host:
= Connection: close
57
58 public static Document loadXML(File file) throws IOException,
59 IDOMException { Data Flow | Description
60 "
61 Document xmlDoc = new SAXBuilder().build(file); Data Flow
62 return xmlboc;
&3 3 [ 50 strxi |
64 o=
65 -
66 * @param d Document AUtilsjava Data Operation
67 * @return String ‘ |
68 A ‘ 53 stroiL |
69 public static String serializeXiL(Document d) {
70 string strXML = new XMLOutputter().outputString(d);
;; . return striL; Wiy o |
2o 53 new java. io.stringReader(strmit) |
75 =
76 * gparam e Element
77 * @return String Utilsjava
78 i
79 oublic static Strine serializeXML(Element &) { Document xmlDoc = new SAXBuilder

Data flow diagram for XML External Entity
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3.5.3. E-commerce

Denial of service is especially threatening for e-commerce web applications, because any down-
time means missed business and lost customers. High-profile e-commerce web applications re-
ceive large amounts of daily visits, increasing the motivation for attackers to find vulnerabilities
to turn against users.

Application Security Flaws

— 75%
Arbitrary File Reading
50%
Arbitrary File Modification
50%
Cross-Site Scripting
— 50%
HTTP Response Splitting
— 50%
0% 10% 20% 30% 40% 50% 60% 70% 80% 90% 100%
I High severity Medium Low

Most common e-commerce vulnerabilities (percentage of tested web applications)

Denial of Service

— 75%
Deletion or Modification of Server Files
50%
Arbitrary File Reading
50%
User Attacks
— 50%
Sensitive Data Leakage
— 50%
0% 10% 20% 30% 40% 50% 60% 70% 80% 90% 100%
I High severity Medium

Most common threats for e-commerce (percentage of tested web applications)

Example: When testing a content management platform for e-commerce, we found a critical
Arbitrary File Reading vulnerability. It was impossible to use a test HTTP request to verify this
vulnerability, because exploiting it required that the attacker be logged in. The conditions for
vulnerability exploitation include the MD5 hash of the required password, which was found dur-
ing source code analysis. The MD5 hash can be used to bruteforce the password, log in to the
system, and successfully exploit this vulnerability. This case is a typical example of the danger of
undeclared features left by web application developers.

—— Al Vuinerabilities 1AZ Y = Q . Arbitrary File Reading
High Level Vuinerability
i Check Vulnerability Confirm Reject
131 $fp = fopen($sFile, 'r);
\core\jscss.php
Function fopen
Tonoas vy ki ool
aint in File:
Request GET core/jscss. php?PA=035137890000&iles=0%2F..%2F..%2F..%2F.
" 9%2F..%2F..%2F..%2F. %2FetcY%2Fpasswd HTTP/1.1
. Host:
eporting(e);
Gt een i) Accept-Encoding: identity
. , Connection: close
SSURL = S_SERVER[ 'REQUEST_URI"];
‘Spurl=parse_url('http://'.CONF_SHOP_URL); Condition (mdS($_GET['PA]) == 'bb2a4974d7aca7da8735c70371361c0F) \
1F (1trin(spurl ‘path’]) || trim(spurl(‘path']))=="/" ) SSOR = realpath(*../');
else { SsURL=preg_replace("'~".spurl{ *path'] JSSURL); $SOR = realpath(’../');} Muinarable Fle. \core\jscss.php:131
secho 'SURL="_35URL; echo "<br>"; echo 'sURL=".3SURL; Code $p = fopen($sFile, );

sexit;
#$s0R = realpatn(*../");
wecho “patch=";

secho realpath(*../'); exit;

16 Clsset (T 11es']) B8 Heset(5.GETLPA')) 88 ms(s_SETU oA"Y o bREmSTRGTOCTRTSSTOTer ]y || DOt Flow | Vulnerabiity scheme | Descripton
{

(coreliscss php Entry Point |
header('Content-type: text/css');
header(“vary: Accept-Encoding’) 1 <php ‘
Hiiis', time() + -
i jcore\jscss.php Taint Data Entry
o ’ ‘ 49 echo getFileContents($_GET['files']); ‘
53/ if (!file_exists($sDR . SsURL)) //
54 die();
5
H
5 sscachedwane = str_replace('/", X', SSRL; /) 51 $fp = fopen(SsFile, 'r');
5 sharip - falie

gsEsc: = o=

Data flow diagram for Arbitrary File Reading
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~POSITIVE TECHNOLOGIES

CONCLUSION

The results of source code analysis speak for themselves: this approach enables detecting a
large number of vulnerabilities of various severity levels. Such an ability is critical for increasing
the end-product security of web applications. Automated tools for source code analysis should
be used at multiple stages of development, because analyzers are much quicker than manual
analysis.

Merely detecting vulnerabilities, of course, is not enough: developers have to make fixes to code
and roll them out to production systems. Any delay in remediation means more opportunities
for attackers. Therefore, effective protection requires a multipronged approach built on periodic
white-box security assessment of web applications including automated tools, complemented
by proactive protection such as a web application firewall (WAF) to detect and prevent attacks
against web applications.
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